Linked List

Like arrays, Linked List is a linear data structure. Unlike arrays, linked list elements are not stored at a contiguous location; the elements are linked using pointers.
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**Why Linked List**

1. The size of the arrays is fixed:

**2)** Inserting a new element in an array of elements is expensive because the room has to be created for the new elements and to create room existing elements have to be shifted.

**Advantages over arrays:**

**1)** Dynamic size

**2)** Ease of insertion/deletion

**Drawbacks:**

**1)** Random access is not allowed. We have to access elements sequentially starting from the first node. So we cannot do binary search with linked lists efficiently with its default implementation.

**2)** Extra memory space for a pointer is required with each element of the list.

**3)** Not cache friendly. Since array elements are contiguous locations, there is locality of reference which is not there in case of linked lists.

**Representation:**

# Node class

class Node:

    # Function to initialize the node object

    def \_\_init\_\_(self, data):

        self.data = data  # Assign data

        self.next = None  # Initialize

                          # next as null

# Linked List class

class LinkedList:

    # Function to initialize the Linked

    # List object

    def \_\_init\_\_(self):

        self.head = None

**First Simple Linked List**

# A simple Python program to introduce a linked list

# Node class

class Node:

    # Function to initialise the node object

    def \_\_init\_\_(self, data):

        self.data = data  # Assign data

        self.next = None  # Initialize next as null

# Linked List class contains a Node object

class LinkedList:

    # Function to initialize head

    def \_\_init\_\_(self):

        self.head = None

# Code execution starts here

if \_\_name\_\_=='\_\_main\_\_':

    # Start with the empty list

    llist = LinkedList()

    llist.head = Node(1)

    second = Node(2)

    third = Node(3)

    '''

Three nodes have been created.

    We have references to these three blocks as head,

    second and third

    llist.head          second              third

         |                 |                 |

         |                 |                 |

    +----+------+     +----+------+     +----+------+

    | 1  | None |     | 2  | None |     |  3 | None |

    +----+------+     +----+------+     +----+------+

    '''

    llist.head.next = second; # Link first node with second

    '''

    Now next of first Node refers to second.  So they

    both are linked.

    llist.head          second              third

         |                 |                 |

         |                 |                 |

    +----+------+     +----+------+     +----+------+

    | 1  |  o-------->| 2  | null |     |  3 | null |

    +----+------+     +----+------+     +----+------+

    '''

    second.next = third; # Link second node with the third node

    '''

    Now next of second Node refers to third.  So all three

    nodes are linked.

    llist.head          second              third

         |                 |                 |

         |                 |                 |

    +----+------+     +----+------+     +----+------+

    | 1  |  o-------->| 2  |  o-------->|  3 | null |

    +----+------+     +----+------+     +----+------+

    '''

Complete program to represent linkedlist

class node:

    def \_\_init\_\_(self,data):

        self.data= data

        self.next=None

class Linkedlist:

    def \_\_init\_\_(self):

        self.start=None

    def viewnode(self):

        if self.start==None:

            print("list is empty")

        else:

            temp=self.start

            while (temp!=None):

                print(temp.data,end=" ")

                temp=temp.next

    def deleltelast(self):

        if self.start==None:

            print("linked list empty")

        else:

            self.start=self.start.next

    def insertlast(self,value):

        newnode=node(value)

        if self.start==None:

            self.start=newnode

        else:

            temp=self.start

            while temp.next!=None:

                temp=temp.next

            temp.next=newnode

mylist=Linkedlist()

mylist.insertlast(10)

mylist.insertlast(20)

mylist.insertlast(30)

mylist.viewnode()

print("\n")

mylist.deleltelast()

mylist.viewnode()

**Add a node at the front: (A 4 steps process):**
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# This function is in LinkedList class Function to insert a new node at the beginning Node class

class Node:

    # Function to initialize the node object

    def \_\_init\_\_(self, data):

        self.data = data  # Assign data

        self.next = None  # Initialize next as null

# Linked List class

class LinkedList:

    # Function to initialize the Linked List object

    def \_\_init\_\_(self):

        self.head = None

    def push(self, new\_data):

        # 1 & 2: Allocate the Node & Put in the data

        new\_node = Node(new\_data)

        # 3. Make next of new Node as head

        new\_node.next = self.head

        # 4. Move the head to point to new Node

        self.head = new\_node

    def printList(self):

        temp = self.head

        while (temp):

            print (temp.data)

            temp = temp.next

L1=LinkedList()

L1.push(1)

L1.push(2)

L1.push(3)

L1.printList()

OUTPUT:

3

2

1

**Add a node after a given node: (5 steps process)**
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# This function is in LinkedList class Function to insert a new node at the beginning Node class

class Node:

    # Function to initialize the node object

    def \_\_init\_\_(self, data):

        self.data = data  # Assign data

        self.next = None  # Initialize next as null

# Linked List class

class LinkedList:

    # Function to initialize the Linked List object

    def \_\_init\_\_(self):

        self.head = None

    def push(self, new\_data):

        # 1 & 2: Allocate the Node & Put in the data

        new\_node = Node(new\_data)

        # 3. Make next of new Node as head

        new\_node.next = self.head

        # 4. Move the head to point to new Node

        self.head = new\_node

    def insertAfter(self, prev\_node, new\_data):

        new\_node = Node(new\_data)

        temp=self.head

        while(temp.data!=prev\_node ):

            temp=temp.next

        prev=temp

        new\_node.next=temp.next

        prev.next =new\_node

        temp = None

    def printList(self):

        temp = self.head

        while (temp):

            print (temp.data)

            temp = temp.next

L1=LinkedList()

L1.push(1)

L1.push(2)

L1.push(3)

L1.printList()

print("\n")

L1.insertAfter(3,5)

L1.printList()

OUTPUT:

3

2

1

3

5

2

1

**Add a node at the end: (6 steps process)**

![linkedlist_insert_last](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAvcAAAD1CAYAAADUKNqZAAAAAXNSR0IArs4c6QAAAARnQU1BAACxjwv8YQUAAAAJcEhZcwAADsQAAA7EAZUrDhsAABhcSURBVHhe7d0/iBxnfwfwR6nfUyCdLL0xkrAkgjohLmAMPkWFCZFUyKR4G5HiCpFCwRDhgEoXQi8YVLyouCKocWGkwpIJLhydIRisCHVHON+LJF5b8nWB6Ny/2dl9dndub+723+zuzDOfDwz37OzearX7u5nv/vaZ2UN/bgkAAEDt/UX8CQAA1JxwDwAAiRDuAQAgEcI9AAAkQrgHAIBECPcAAJAI4R4AABIh3AMAQCKEewAASIRwT4W8DmvfXQonH7WW50/jOgAARiXcN8yT5zE8P/o8PInr+p6Gm+3rhGsAgDoS7gEAIBHCPQAAJEK4Z2T9KT3dpWhqTwivtm4M3O5SuLL1Ol6bs/35rtvc3I7rAQCYiHDPCDpz8VffxIs962H10Y2wthMvxgNiL26+jJf7Njav7w74WbB/th4vdDx8dj3cfhsvAAAwNuG+sbJgvru7fvLRZ+FhvDbvyfPu+hPh05XH4cXlbLkXPj2crXsZbm8NHHx79Fa8TbbcClfj6o1ffgiv2qPWm4Afu8F+JazF264djasAAJiIcM8QT8M3sWN/9sy/htWlzjiEY+HiOyc6wzffx+k5x8Lqh62gfm65faljOXw0GNp3fghfxw792TP/GC50huHCue4bBgAAJiHcN1i3Y17UZe/Z+Tn8GIfZ1Jp8p78//eZP4UVvas7eufl7pvP8+lPYiMPTS8fiCACAaQn3lODdcLLd0e/Mud87Nx8AgHkQ7jnY0m/D6Tg8e+beQKe/u3zSmVqz/WXvgNir5/vX75lL/5u/Dmfj8MedgrPoAAAwEeGeIY6G9+I8+I3N3+fOjJPpdOoP/DbbnQfh7mAnP/eGYWPzy97pNJ88d7YcAIBpCPcNcOjQofaSuXDucfvn6I6F1XPXYqf9Zbi9np9PPxDGj7zfm7P/8Fm8zfr93vz6vuVw/Uw8GDd31h7TeQAApiPcJ64b6jP58ViWPg5f9U59uVt7+k3v7DjL4c6eg3JXwtr5lTjuO37qbvi2F/A7svsaXAcAwOgO/bkljklMUZj3cgMApEvnPlGCPQBA8wj3CRLsAQCaSbhPjGAPANBcwn1CBHsAgGYT7hMh2AMAINwnQLAHACAj3NecYA8AQJdwX2OCPQAAecJ9TQn2AAAMEu5rSLAHAKCIcF8zgj0AAPsR7mtEsAcA4CDCfU0I9gAADCPc14BgDwDAKIT7ihPsAQAYlXBfYYI9AADjEO4rSrAHAGBcwn0FCfYAAExCuK8YwR4AgEkJ9xUi2AMAMA3hviIEewAApiXcV4BgDwBAGYT7BRPsAQAoi3C/QII9AABlEu5LlIX17jKMYA8AQNmE+xk5KOAL9gAAzIJwP2eCPQAAsyLcz5FgDwDALAn3JRoM6vkwL9gDADBrwv0cCPYAAMyDcD9jgj0AAPNyqBU0Jc2SFQX6YbwMAABMS+ceAAASIdwDAEAiTMuZkXGm5ngJgP1MMs2P+arTNlw9VZ9MwLSE+xYbu+pTpjSV7VP1CfeUyf5uvv73t+/FUQh/9fMf46jehPsWG7vqs/OkTOqJMqknyiSWzU8+2GeE+4TY2FWfnSdlqms9NXVzXcXnoK6vi3pST/QJ9wnzR2VjV6b846aa6lpPtk+2T9NST+qJjlSDfUa4b/FHZWNXJvWknsqkntRTmdSTelqkbqBedJBOOdhnnAoTAICZygfqwXA9T6kH+4xwDwDAXC0i4Dch2GeEewAAZqooSM8z4Dcl2GfMuW8xB9EcxDKpJ/VUJvWknsqkntRTFcw7aDcp2Gd07gGgxrJg2F1gWvOop8FwPcsOftOCfUbnviVfwDoZOhlFxnks6kk9lUk9qadh8o8lc9DjUU/qaZhx6mlaRaG+zPDdxGCf0bmHMQ1u+GBcWQ11F4CmKgrbZXXxmxrsM8I9wAIJ+JRNTVGmWdfTLAJ+k4N9RriHCdh5AlVRNG3CNopJlVVPr7ZuhJOPLvWWm9vxip6n4Wa87p/+cz2u68sC+tpOvJC38yBcib93Zet1XNn/9w4K9v3HdKP4vhMh3MMI7DyZpSrU0pPn/Z1wd8nvOKm2Rc/TJi2zqKeHPz4Ir+K4SBbCBzvsV/9mvA7+s3/ejKOOpnXsu4R7GJGdJ2Wp1JvF7c/bQX71Tbycs7F5XcCvMQ0IyjRxPR0+Ec5mP9/eD/f2dO/3+r///Ps46hh1is5f/t1/xFFHU4N9RriHKcx65zn4seau5fnTeCvqqBJvFrOPt5/1Pw6/ev5xeHG5u9wLnx6OV1ALi6op26k0lVdPH4QbZ060Rw9/Ga0ezv/hTBx1DAv4g9c//J/mBvuMcD8nuzd+ac/1SlmluvdvPgsnvzv4Y07qZd6d1idb98NGHGfB/s6ReKHtWFj98HH46tSxeJk6mkdNvdp5GUcFsu1Ua7+3d741dTRpPR0/9btwNRu8+WLk/HP+D3s7+EUhf3Dd4O81kXA/F6/Dt7/kN34vw9fbPupOxXwC2Ynw6Uq/q7p2NK4e8WNOqmmxbxafhm96U3FWwke7gj11tdiaWglrvU9+Wsv5lbg+hIfPBPw6Kq+elsP1dvf+Zbi9NfqnOUUd+P/9m3+LoxD+/e/6NUafcD8POz+Er99mg5VwNYayjc0vw5POkJqpQvf+wjs2aKmaW/d+5+fwYxyGo++HC3FIeub9iVDPkU/Ci5VrnfnWLcMOqKQe5tm9zxTNnf/3f97cc/BsZnA6T1MJ93Pwavu/Oh99t3agd3qhbD18o4uRjHnvPJ/80p0nreNad5Wa6sVEsr//Ki1F9ls/c0sfhxu9Txp/Eu5HMPh6Lnopst/6g03Wvc+McnDs4IG4TSbcz1x/Ss7Vd5ZDOPJ+551ry6gHljRVPvQMbmwWvRTZb305WhvD9f5Bau0zmxy+Fr69/ImOa4JmW0swX8eXOgdThvCn8MLxZo3W795/P/bshSzg7xfym3xmnCLC/axtfxlut6fknAjv/Sb7uRw+6nYxJihu6Hl7P1x0cPZE8m/UqrAU2W99aZZ+G07HYTZFR0cVmL1u93493N0K4b2CM3IdX3o3jhyfOCnhfsZ60ycOfxAuLnWG/fnSpuYwqt0H1Pbnsb4Mt5+bx8okjvZ3rA7MBuak273f2PwifN1ZtVtuhkP2XRv5A7H3OyVmtn7wPPdNJtzPVP9sFGff+dtwvDM0NYfp7ZrH+l/hW917xnYsrJ7On81k76dA7W+tdZ7yobIphFVbqqR/qsx3w8nY5GJ/Ra/npEte0fWjLuXqz73faM9sGLQc7gycaSmbjjoY7G//996pOJ2DbHdPY20ve04bPcpt6ku4n6Xt78PDOMzeffaL6LPe+nGPGm+qoo3NoheovSOfhG/jl8sU7eyKvrWW6iua0rWwbdbOg3C3W0fOylRLs6in3tz76PTSwPdpZGdaunyrd5vBM+P8389/bH8vR9Fc+6Kz6DTNodYL1PiUki/cMp+OrOs1ys7x7Jl7C/+imFk9B9PqPq6qlelBG7syn8vsy88ubmZdr2xazt2w2u16Zd8suh6/gCg7sPbDj/ufDFVAFeupqjXetV9NzedxPw03802HqArbpox6Gl1RHWW6j3EWj7u/r8vOc587yH/783Cy9w3IA9uwBWpSPU17v8PqaR4GO/ZFgb5ouk6TD7IV7ltm80fV31kW7yBzO9MKhLMmbeymNWxjV+bj7of7/VRnh5mnnsZTVFOzqKe6Uk+jKaqjTP7xzeJxj9LI2vsNyIvTpHqa5n5HqadZGyXY5417+1SZljMjr7a+iF2wE+EfjhR1vnJnzTFnujaqsLHrOXorvLhcvWDPeParKRjHIrdN/VNdFmhvp6oT7BlNHYN9ZvA2RR39JtC5b8kXcVlPx9p3lzqnwDyoK5/7yHLRH3/P4jmYVtUe06gbuyo+l/OmnkYzSk2pJ/U0zCh11KWemlVPk9zvOPU0K9N24JvewRfuW2zsqvkcVOkxjbOxU0/qaRSj1pR6Uk/DFNXSfo9JPTWrnia533HqaRbKCuZFXfumhHzTcmBCTd0xMr2inWdGTTGuRQcx0pJKsM8U/W5R4E+RcA9D2HkyD2qKMqgjylTXYN/V1IAv3MOY7DyZhjeLzIo6okx1D/ZdTQz45ty35He2TX06qvgcVOUxjfs41JN6Okj+cWSGPRb1pJ6GyR7LqI9BPTWrnurwes8y2A+a57+1SDr3MER3g9jUHSGzo6YogzqiruYdtgfvP9UOvnAPI7DzpCzeLAIsLlg3IeCbltPiY8pmfUw5a+pJPZVJPamnMqmnZtVTVV/vokA97ykyVXgMs6JzDwDAwiwiVKcS5IsI9wAALMQiQ3aqAd+0nBYfUzbrY8pZU0/qqUzqST2VST01q5683s2kcw8AAIkQ7gEAIBHCPQAAJMKc+xZz0po1B3HW1JN6KlP+cVNN6okylVlP9kfNJNy32NhVX113nk3986ric1DX18X2qfrUE2Uqs57sj5pJuG+xsas+O0/KpJ4ok3qiTGXWk3DfTMJ9i41d9dl5UiabPTjYuNsxf1PVJNw3k3APJRPuq89mD3abdrvlb6qahPtmEu4BoKHGCfVZXDjo9uJE9Qj3zeRUmADQQMOCfRYG88vg7YVFqCbhHgAaaDCc54P84HWCPdSHcA8ADbVfmM8T7KFezLmn59XWjXBx82W8FMLV84/DnSPxQtvTcPPRZ+Fha3T2zL3w1aljndUAJGlYsM9fL05Uj9enmXTu2dfDHx+EV3E8d9ufh5OPLrWWG2FtJ64DYG507KGehPso61p3wmTB8vxpvFVDHD4RzmY/394P97bbawBokFGDfX794O8AiyHcR692+tNR9njzWTvk35w06NauC/1BuHHmRHv08JfR39g8eT7wpujR5+FJvK6t9zxcCle2XseVLTsPwpW4PnuO2/fzbD1e+TLcXo/317Q3WQALoGMP9Sbc77ES1i4/Di+6y/mVuL4VdJ9NEfBr5vip34Wr2eDNFyO8Icnm4l8Kq2/ixZ71sJp/Q3PkH8OnhzvDjc0vY/B/Hdae3w8b2fDwtXB91xx/AOZJsIf6E+6HOfJJeLFyrTNNpWVwHnrRdJ58V3qULvSw+1iM5XC93b1vPeatgzvmT553DrIN4UT4dKX7xuheDPL53z8WVk933yyth7ut/+Orrd+H22+zy63fPfdxON4aXTiXf1OVu89zy3EdAGUT7CENwv0olj4ON47G8dufYrh/Hda+u7Tr7DJdG5vXRwznZdzH7IzWvX8avokd+7Nn/jWsLnXGWZC/+E5nak94831/es6u7v31/v/96O9yvwvAPAn2kA7hfkTHl2JQDX8KL/JB9+it/hSey7c6Ybhl45cf2m8CRupCD7mPxRmhe7/zc/gxDrOwnv/0of+mJf+cHQur5/qfhHSshDVdeYCFmDbYZ7fvLsDiCfcTa4XUDwdCeisMf9Tt8I+kjPuYrX73Ptd9H9u74WS+K//rT5059j3r4Rtn5QGYOx17SI9wP6XBM8TsPah0uDLuY3a63ftsjnwI78UpNT1Lvw2n4zD7Yqv+JxD55ZNwId6mffBt9xiE7ik3WxZ6Tn2ABhLsIU3C/Yj6p8rsdqE78+WnC+Jl3Mfsdbv3G5tfhK87q3KO9gL/xubvB+bmd/5/uw8e/qJ/8O25u7ljGe6Hfyk8xuBl+OOvcQhAKQR7SJdwP4qdB+FuN4Affb/Thd7+Mp7lJYSr5/td6rVxptSUcR9z0Z97vxEfb19+Dn3ubEDt5Xrv/9fxNNwbOID2wrncMQa902O2HHm/tz47BWn7/pznHmBqgj2kTbgfJvvipfV4Hvas23zqgAM/828CCo3QhR56H4vRm3sfnV46FkctSx+Hr3qnvtyt/aYlHlOwq2vfex6Xw53eAcfrYbUX4PPrO84uVe5dD0CtCPaQvkOtP2x/2S3ZvPdh02OyoHqn9yVL2Rc3dc/vXuDwtfDth53zthfeNjtDzrkwxn0AwOQE++bJv+Ze7+bQuY/6p7osEE9V2Q/2meVwJ3fayo6VsDbQbe7Yrws9zn0AwGQEe2gOnXsASJhg31w6982kcw8AiRLsoXmEewBIkGAPzSTcA0BiBHtoLuEeABIi2EOzCfcAkAjBHhDuASABgj2QEe4BoOYEe6BLuAeAGhPsgTzhHgBqSrAHBgn3AFBDgj1QRLgHgJoR7IH9CPcAUCOCPXAQ4R4AakKwB4Y51Now2DIAQMUJ9qMZfJ7oUC/NoXMPABUn2AOjEu4BoMJ0ooFxmJYDABVVFOzttg+Wf848VzSRzj0AVJBgD0xCuAeAihHsgUkJ9wBQIYI9MA3hHgAqQrAHpiXcA0AFCPZAGYR7AKggwR6YhHAPABUj2AOTEu4BoAKyQN9dACYl3AMAQCKEewAASIRwDwA0RtFZiSAlwj0AUBtZOO8u4+r+joBPyoR7ABjV9ufh5KNLreVGWNuJ61iYcUK6QE9TCPcAQG1NEtqdkYiUHWoVuAoHgCGePL8UVt/EC3lHb4UX55Z71589cy98tfRlOPlsPd4grjt1rNP5L1rf9jqsfXc93H4b1x/5IVxZvx824rW7b9tsRYG+G2fy1x20DlKlcw8AJdrYvL4rwGfa67LpPAXrb27HCznt2+eCfSZbd2XrdbzUbEUBfb8O/iSdfagz4R4ARnDh3OPw4vxKvHQifLrSuny5tZxbjutysm5+dt3KtXA2rmorWP/wl6dxNKB728u3wtW4amPzy/AkjptunIDfpWtPEwj3AFCmw9fCt93Av/S34R8Od4b7rt/5ObyKw578bcNyuH7mRBz/KbxwIG/PsLCua08TCfcAMDPHwsmlOCzFy/DHX+OQtlG78br2NIVwDwDU2rDgLtjTJMI9AFTcq52XcXQivPebOKypbKrMLJaDFN3eMv5CPQj3ADC2GU+PeXs/XHweD7TdeRDudk/BefiDcLHUaT5AaoR7ABjVkfd7Z655+Cz7ptrW0g3hZXvzWef+c6fEvHr643A8jgGKCPcAMLLlcKd3OsyOs0tH46hE2dlyBv6dq+cfhztH4oVEZHPhm7rkFV1flYX68Q21AFAJ/W+obYf7D9Ps0ufnbjc5gtTlefB61Y/OPQAAJEK4BwCARAj3AACQCHPuAYC5MYe7w5x7ZkXnHgAAEiHcAwBAIoR7AABIhHAPAACJEO4BAKiU7EDe/MG8jM7ZcgCAuZnl2Vdebd0IFzdfxkuDToRPV+6G1aV4ccGcLWd/g6FeVB2Pzj0AkIRXO/sFe+ps2g5+9qbv5KNLveXmdryi52m4Ga+7svU6rsv/3o2wthNX5u08CFcm+b2WUW4zKeEeAEjMSli7/Di82LVUp2vPwbJO/WC3Pgv404b8roc/Pgiv4jhFwj0AAJVTNB1nqoB/+EQ4m/18ez/c29O9T4dwDwBAJZUb8D8IN86caI8e/vK0/TNFwj0AkJj1sBrnQneX/Jxo6qXMaTrHT/0uXM0Gb74ofa57VQj3AABUXjld/OVwvd29fxlub6XZvRfuAYDE7D2g9qtTx+J1TKrbLV/kUmS/9ftJvXsv3AMAUGvjBfy0u/fCPQAAtVM0TWdU/e799+FJe006hHsAAIbqHthalWU63e79eri7FcJ7hztr844vvRtHL8PX2wUHZP/6U9iIw9NL1Zn2JdwDAInZe7acbNn7zaTU2bhz7Qd1u/cbm1+Erzurdjvyfqe737KxeX13/WTfTvtsPV5YCR8dicMKONR65zPtWx8AgJHkA1nZEST7Sv+Lmy/jpb2unn8c7lQkhM3yeShTlR/nqI+tVxeHr4VvP/w4HI/rM4M1c/bMvd0HX29/Hk72Qnyxwbo6sA7jYwgj3Cb/OMehcw8AJOH4qbu7zpAzuFQl2DO9abv2Xb2599Ge6TVHPmnVzq1dt+nJQngF60rnHgCYm7p0rGdN535yg8FelN1N5x4AgFoQ7IcT7gEAqB3BvphwDwBA5Q127Skm3AMAUGmm44xOuAcAoLIE+/EI9wAA1IJgP5xwDwAAiRDuAQCorKxb310YTrgHAIBECPcAAJAI4R4AABJx6M8mMAEAc+KLiOpLZKwHnXsAAEiEcA8AAIkwLQcAABKhcw8AAIkQ7gEAIBHCPQAAJEK4BwCARAj3AACQCOEeAAASIdwDAEAihHsAAEiEcA8AAIkQ7gEAIBHCPQAAJEK4BwCARAj3AACQCOEeAAASIdwDAEAihHsAAEiEcA8AAIkQ7gEAIBHCPQAAJEK4BwCARAj3AACQCOEeAAASIdwDAEAihHsAAEiEcA8AAIkQ7gEAIBHCPQAAJEK4BwCARAj3AACQCOEeAAASIdwDAEAihHsAAEiEcA8AAIkQ7gEAIBHCPQAAJCGE/wd8zmX4vmBGLAAAAABJRU5ErkJggg==)

# This function is defined in Linked List class Appends a new node at the end.

class Node:

    # Function to initialize the node object

    def \_\_init\_\_(self, data):

        self.data = data  # Assign data

        self.next = None  # Initialize next as null

# Linked List class

class LinkedList:

    def \_\_init\_\_(self):

        self.head = None

    def append(self, new\_data):

        # 1. Create a new node

        # 2. Put in the data

        # 3. Set next as None

        new\_node = Node(new\_data)

        # 4. If the Linked List is empty, then make the new node as head

        if self.head is None:

            self.head = new\_node

            return

        # 5. Else traverse till the last node

        last = self.head

        while (last.next):

            last = last.next

        # 6. Change the next of last node

        last.next =  new\_node

# A complete working Python program to demonstrate all insertion methods of linked list Node class

class Node:

    def \_\_init\_\_(self, data):

        self.data = data  # Assign data

        self.next = None  # Initialize next as null

class LinkedList:

    def \_\_init\_\_(self):

        self.head = None

    def push(self, new\_data):

        new\_node = Node(new\_data)

        new\_node.next = self.head

        self.head = new\_node

    def insertAfter(self, prev\_node, new\_data):

        if prev\_node is None:

            print ("The given previous node must inLinkedList.")

            return

        new\_node = Node(new\_data)

        new\_node.next = prev\_node.next

        prev\_node.next = new\_node

    def append(self, new\_data):

        new\_node = Node(new\_data)

        if self.head is None:

            self.head = new\_node

            return

        last = self.head

        while (last.next):

            last = last.next

        last.next =  new\_node

    def printList(self):

        temp = self.head

        while (temp):

            print (temp.data)

            temp = temp.next

if \_\_name\_\_=='\_\_main\_\_':

    llist = LinkedList()

    llist.append(6)

    llist.push(7);

    llist.push(1);

    llist.append(4)

    llist.insertAfter(llist.head.next, 8)

    print ('Created linked list is:')

    llist.printList()

OUTPUT:

1

7

8

6

4

Delete a node from linked list:

# Python program to delete a node from linked list Node class

class Node:

    # Constructor to initialize the node object

    def \_\_init\_\_(self, data):

        self.data = data

        self.next = None

class LinkedList:

    # Function to initialize head

    def \_\_init\_\_(self):

        self.head = None

    # Function to insert a new node at the beginning

    def push(self, new\_data):

        new\_node = Node(new\_data)

        new\_node.next = self.head

        self.head = new\_node

    # Given a reference to the head of a list and a key,

    # delete the first occurence of key in linked list

    def deleteNode(self, key):

        # Store head node

        temp = self.head

        # If head node itself holds the key to be deleted

        if (temp is not None):

            if (temp.data == key):

                self.head = temp.next

                temp = None

                return

        # Search for the key to be deleted, keep track of the

        # previous node as we need to change 'prev.next'

        while(temp is not None):

            if temp.data == key:

                break

            prev = temp

            temp = temp.next

        # if key was not present in linked list

        if(temp == None):

            return

        # Unlink the node from linked list

        prev.next = temp.next

        temp = None

    # Utility function to print the linked LinkedList

    def printList(self):

        temp = self.head

        while(temp):

            print (" %d" %(temp.data))

            temp = temp.next

# Driver program

llist = LinkedList()

llist.push(7)

llist.push(1)

llist.push(3)

llist.push(2)

print ("Created Linked List: ")

llist.printList()

llist.deleteNode(1)

print ("\nLinked List after Deletion of 1:")

llist.printList()

OUTPUT:

Created Linked List:

2

3

1

7

Linked List after Deletion of 1:

2

3

7

# Search an element in a Linked List:

# Node class

class Node:

    def \_\_init\_\_(self, data):

        self.data = data # Assign data

        self.next = None # Initialize next as null

class LinkedList:

    def \_\_init\_\_(self):

        self.head = None # Initialize head as None

    def push(self, new\_data):

        new\_node = Node(new\_data)

        new\_node.next = self.head

        self.head = new\_node

    # This Function checks whether the value x present in the linked list

    def search(self, x):

        # Initialize current to head

        current = self.head

        # loop till current not equal to None

        while current != None:

            if current.data == x:

                return True # data found

            current = current.next

        return False # Data Not found

# Code execution starts here

if \_\_name\_\_ == '\_\_main\_\_':

    llist = LinkedList()

    llist.push(10);

    llist.push(30);

    llist.push(11);

    llist.push(21);

    llist.push(14);

    if llist.search(21):

        print("Yes")

    else:

        print("No")

OUTPUT: YES

# Doubly Linked List

A **D**oubly **L**inked **L**ist (DLL) contains an extra pointer, typically called previous pointer, together with next pointer and data which are there in singly linked list.

![dll](data:image/png;base64,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)

# Node of a doubly linked list

class Node:

    def \_\_init\_\_(self, next=None, prev=None, data=None):

        self.next = next # reference to next node in DLL

        self.prev = prev # reference to previous node in DLL

        self.data = data

**Advantages over singly linked list**  
**1)** A DLL can be traversed in both forward and backward direction.  
**2)** The delete operation in DLL is more efficient if pointer to the node to be deleted is given.  
**3)**We can quickly insert a new node before a given node.

**Disadvantages over singly linked list**  
**1)** Every node of DLL Require extra space for an previous pointer. It is possible to implement DLL with single pointer though.  
**2)** All operations require an extra pointer previous to be maintained.

**1) Add a node at the front: (A 5 steps process)**
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# Node of a doubly linked list

class Node:

    def \_\_init\_\_(self, next=None, prev=None, data=None):

        self.next = next # reference to next node in DLL

        self.prev = prev # reference to previous node in DLL

        self.data = data

class DLinkedlist:

    def \_\_init\_\_(self):

        self.head=None

    def push(self, new\_data):

        # 1 & 2: Allocate the Node & Put in the data

        new\_node = Node(data = new\_data)

        # 3. Make next of new node as head and previous as NULL

        new\_node.next = self.head

        new\_node.prev = None

        # 4. change prev of head node to new node

        if self.head is not None:

            self.head.prev = new\_node

        # 5. move the head to point to the new node

        self.head = new\_node

    def printList(self):

        print ("\nTraversal in forward direction")

        temp=self.head

        while(temp is not None):

            print (" % d" %(temp.data))

            last = temp

            temp = temp.next

        print ("\nTraversal in reverse direction")

        while(last is not None):

            print (" % d" %(last.data))

            last = last.prev

DL=DLinkedlist()

DL.push(10)

DL.push(11)

DL.push(12)

DL.printList()

OUTPUT:

Traversal in forward direction

12

11

10

Traversal in reverse direction

10

11

12

# Circular Linked List

# ***Circular linked list*** is a linked list where all nodes are connected to form a circle. There is no NULL at the end. A circular linked list can be a singly circular linked list or doubly circular linked list.

![https://media.geeksforgeeks.org/wp-content/uploads/CircularLinkeList.png](data:image/png;base64,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)

**Advantages of Circular Linked Lists:**  
**1)**Any node can be a starting point. We can traverse the whole list by starting from any point. We just need to stop when the first visited node is visited again.

**2)**Useful for implementation of queue. Unlike other implementation, we don’t need to maintain two pointers for front and rear if we use circular linked list. We can maintain a pointer to the last inserted node and front can always be obtained as next of last.

**3)** Circular lists are useful in applications to repeatedly go around the list.

# Structure for a Node

class Node:

    # Constructor to create  a new node

    def \_\_init\_\_(self, data):

        self.data = data

        self.next = None

class CircularLinkedList:

    # Constructor to create a empty circular linked list

    def \_\_init\_\_(self):

        self.head = None

    # Function to insert a node at the beginning of a circular linked list

    def push(self, data):

        ptr1 = Node(data)

        temp = self.head

        ptr1.next = self.head

        # If linked list is not None then set the next of last node

        if self.head is not None:

            while(temp.next != self.head):

                temp = temp.next

            temp.next = ptr1

        else:

            ptr1.next = ptr1 # For the first node

        self.head = ptr1

    # Function to print nodes in a given circular linked list

    def printList(self):

        temp = self.head

        if self.head is not None:

            while(True):

                print ("%d" %(temp.data))

                temp = temp.next

                if (temp == self.head):

                    break

# Driver program to test above function Initialize list as empty

cllist = CircularLinkedList()

# Created linked list will be 11->2->56->12

cllist.push(12)

cllist.push(56)

cllist.push(2)

cllist.push(11)

print ("Contents of circular Linked List")

cllist.printList()

OUTPUT:

11

2

56

12